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Colcombet and Petrişan argued that automata may be usefully considered from a functorial perspec-
tive, introducing a general notion of "V -automaton" based on functors into V . This enables them
to recover different standard notions of automata by choosing V appropriately, and they further an-
alyzed the determinization for Rel-automata using the Kleisli adjunction between Set and Rel. In
this paper, we revisit Colcombet and Petrişan’s analysis from a fibrational perspective, building on
Melliès and Zeilberger’s recent alternative but related definition of categorical automata as functors
p : Q → C satisfying the finitary fiber and unique lifting of factorizations property. In doing so,
we improve the understanding of determinization in three regards: Firstly, we carefully describe the
universal property of determinization in terms of forward-backward simulations. Secondly, we gen-
eralize the determinization procedure for Rel automata using a local adjunction between Span(Set)
and Rel, which provides us with a canonical forward simulation. Finally we also propose an alter-
ative determinization based on the multiset relative adjunction which retains paths, and we leverage
this to provide a canonical forward-backward simulation.

1 Introduction

One motivation for studying automata from a categorical point of view, is that it enables us to reason
about properties of automata abstractly. In particular, this is useful when considering constructions where
canonicity might be desirable, such as for determinization of non-deterministic automata. Commonly one
considers automata as algebras or coalgebras, see among others [1], [4], [8], [2].

A different approach is taken by Colcombet and Petrişan [3], they introduced a general notion of
V -automaton based on functors into V , which enabled them to recover standard notions of automata by
instantiating V appropriately. In particular, they show that non-deterministic automata can be seen as
Rel-automata, and they further provide a determinization for Rel-automata using the Kleisli-adjunction
between Set and Rel. The Rel-automata approach to non-deterministic automata is practical for study-
ing logical aspects of automata, yet it does not retain some of the computational content. Consequently,
we revisit Colcombet and Petrişan analysis of determinization from the point of view of Mellies and
Zeilberger’s [5] alternative approach, using functors with the unique lifting of factorizations (ULF) prop-
erty, that ameliorates the loss of computational content and generalizes Rel-automata. Their approach
describes non-deterministic automata as ULF-functors over a category of labels, with finite fibers.

Both [5] and [3] provide a definition of deterministic automata, which turns out to be equivalent under
the Grothendieck construction. As mentioned, determinization categorically has previously been studied
by Colcombet and Petrişan for Rel-automata, but is yet to be done Melliès and Zeilberger’s approach.
In this work, we detail the determinization procedure for Rel and provide a generalization of this to the
setting of [5], recovering a similar universal property. We then discuss the links between our construction
and the usual algorithmic procedure first presented by Rabin and Scott [7]. As this procedure identifies
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paths with the same label, which is not always desirable, we construct an alternative determinization
using multisets that is path-relevant.

1.1 Outline

We recall in Section 2 the two definitions of non-deterministic automata as functors and the common
definition of a deterministic automaton. In Section 3 we revisit the determinization procedure for Rel-
automata and in Section 4 we construct a generalization of this procedure to the Span(Set) case. We
then construct an alternative determinization in Section 5 with a stronger universal property, though the
downside of this one is a significant increase in size.

2 Preliminaries

2.1 Automata as functors

In [3], Colcombet and Petrişan consider functors as generalized automata. They view the domain as the
category of input words and the codomain as the category of outputs, and the functor itself as specifying
the behavior of the automaton. Additionally, to specify the accepted input, they require a full subcategory
of the category of inputs, that in practice amounts to choosing initial and final states.

Definition 2.1. [3, Def. 2.1] A V -automaton is a functor A : I → V , together with a full subcategory
inclusion i : O →I

This definition has the advantage to be very simple categorically and easy to manipulate. Moreover,
the accepted language can be defined naturally as the composition of the automata and its full subcategory
inclusion.

Definition 2.2. [3, Def. 2.1] The language accepted by a V -automaton A : I → V is the composition
A ◦ i : O → V .

To model classical non-deterministic automata without epsilon transitions they particularize the def-
inition to the case where V is Rel, the category of sets and relations. Given a fixed automaton over the
alphabet Σ, they take I to be the one object category associated to the free monoid Σ∗, to which they
add two objects in and out and two morphisms that acts as begin- and end-input markers. O is then the
full subcategory generated by in and out, we denote this by Iword. The functor maps the base object of
the free monoid to the set of states, each letter to the relation generated by the transition function, in and
out are both mapped to 1 and the begin- and end-input markers to relations pointing out initial and final
states.

In the remainder of the paper, we will call automata with codomain Rel, Rel-automata, regardless of
domain.

2.2 Non-deterministic automata as ULF functors

The Rel-automata approach to non-deterministic automata is language oriented and models very well
the logical aspects of automata. Yet, as the functor is mapping into Rel, it only interprets transitions as
ways of relating states under a label and does not account for which states it passed along the way, nor
does it account for the different ways of doing so. It thus equates different paths, and we loose some of
the computational content of automata.
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Mellies and Zeilberger [5] introduces a categorification of non-deterministic automata (without ep-
silon transitions) using ULF-functors, that is closer to the classical definition, ameliorates the loss of
computational content, and is actually a generalization of Rel-automata. The idea is for the domain to be
the underlying directed graph of the automaton and the codomain to be the alphabet, with the ULF func-
tor specifying the label of a path. The ULF-property then describes an important feature of automata,
that a path α labelled by a word w can be factored in subpaths along the letters of w.

Definition 2.3 (ULF-functor). A functor p is ULF if for each factorization of a morphism p(α) = uv
there are unique morphisms β and γ such that p(β ) = u and p(γ) = v.

Definition 2.4 (ULF-automaton [5, Def. 3.3]). An automaton over a category C is a tuple (C ,Q, p :
Q → C ,q0,Q f ) where p is a ULF functor with finite fibers, q0 is an object of Q, and Q f is a set of
objects in Q.

The objects of Q corresponds to states, q0 to the initial state, and Q f to the final states, while unfactor-
izable morphisms in C corresponds to letters of our alphabet, and consequently arbitrary morphism to
words. This leads us to naturally to consider the following as its language.

Definition 2.5. [5, Def. 3.3] The language recognized by a ULF-automaton M with labelling functor p,
is LM := {w | ∃α : q0→ q f , ∃q f ∈ Q f , p(α) = w}.

It turns out that ULF-automata generalizes Rel-automata, indeed any functor I → Rel can be ex-
tended to a functor I → Span(Set), yet by a Grothendieck like correspondence any pseudofunctor into
Span(Set) corresponds to a ULF-functor [5], hence any Rel-automaton induces a ULF-automaton over
I . We can in fact characterize these as a particular type of ULF-functors.

Proposition 2.6. A functor F : C → Span(Set) factors through Rel if and only if its corresponding
functor lying over C (by the grothendieck construction) is ULF and faithful.

Corollary 2.7. Rel-automata C →Rel factoring through FinRel are equivalent to faithful ULF-automata
over C .

We can, as noted in [5], represent ULF-automata as pseudofunctors C →Span(Set) factoring through
Span(Fin), up to choice of initial and final states. In practice, we will often directly work with the equiv-
alent Span(Set)-functor rather than with of the ULF-automaton, as it makes it easier to relate automata
over the same category. We will henceforth refer to them as Span(Set)-automata.

We remark that we on occasion drop the condition that our Span(Set)-automata factors through
Span(Fin) as it is not always important. In Section 4 all constructions preserve finiteness, and con-
sequently the construction naturally restricts to Span(Fin), thus we will consider general Span(Set)-
automata. However, in Section 5 whether constructions are finite is important and we adapt our defini-
tions accordingly.

2.3 Deterministic Automata

Both [3] and [5] give definitions of a deterministic automaton. These definitions turn out to be equivalent
under the Grothendieck construction given the right instantiations, and being able to reason using both
approaches is useful.

By definition an automaton is deterministic when its transition relation is a functional relation, con-
sequently, [3] models deterministic automata as Rel-automata that factors through Set.

Definition 2.8 ([3]). A deterministic automaton is a functor Iword→ Set, which maps in to 1 and out to
2.
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For a ULF-functor to model a deterministic automaton it not only needs a unique lift of factorizations
of words, as noted in [6], it requires every word to have a unique path given a starting state, meaning that
any word w : p(q)→ c has a unique lift α : q→ q′.

Definition 2.9 (Discrete opfibration). A functor p : Q→ C is a discrete opfibration if any morphism
w : p(q)→ c has a unique lift, i.e. there exists a unique α : q→ q′ such that p(α) = w.

Definition 2.10. [6, Def. 2.9] A deterministic automaton over a category C is a tuple (C ,Q, p : Q→
C ,q0,Q f ) where p is a discrete opfibration with finite fibers, q0 is an object of Q, and Q f is a set of
objects in Q.

It turns out that these two definitions are equivalent given the right instantiations.

Proposition 2.11. By the Grothendieck construction, functors C → Set are equivalent to discrete opfi-
brations over C .

Corollary 2.12. Set-automata Iword→ Set are equivalent to deterministic automata over Iword where
the fiber over in has one element and the fiber over out has two.

3 Determinisation for Rel

In order to determinize Span(Set)-automata, we first focus on the particular case of Rel-automata, pre-
viously studied in [3], this procedure will constitute in one building stone for our Span(Set)-automata
determinization. We recall the determinization procedure for Rel-automata in Section 3.1, transpose it
to faithful ULF-automata. Finally we discuss the difficulties of extending the construction to Span(Set).

3.1 Determinisation for Rel

Determinizing a Rel-automaton I → Rel consists in transforming it into a functor I → Set; to ob-
tain such, one can postcompose by a functor Rel→ Set. As explained in [3], such a functor naturally
arises, as Rel is the Kleisli-category of the powerset monad on Set. Consequently, there is an adjunction
L : Set ⇄ Rel : R. The functor R sends objects A in Rel to their powersets P(A) and relations r ⊆ A×B
to the function P(A)→P(B) that sends a subset S ⊆ A to the subset of all elements in B related to
some element in S.

Construction 3.1. [3, Sec 3.3] Given a Rel-automaton A : I → Rel, its deteminization is given by

Det(F) := C Rel SetA R

To be an appropriate determinization procedure the deterministic automaton should simulate the
original automaton and recognize the same language. Simulations can be represented categorically as
the following, which is inspired by simulations of labelled transition systems presented in [9] and similar
to the morphisms of automata presented in [3]. Moreover, this gives a suitable notion of morphism of
automata.

Definition 3.2. Given two automata F,F ′ : C → Rel, a forward-backward simulation from F to F ′ is a
natural transformation α : F ′⇒ F .

Definition 3.3. Rel-automata with domain C and simulations form a category Aut(C ).

We can then justify the canonicity of the determinization by the existence of a canonical forward-
backwards simulation from an automaton to its determinization, in which the initial state is simulated by
an initial state and the final states are simulated by final states.
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Proposition 3.4. Let F : C → Rel be an automaton, then there is a canonical forward-backward simu-
lation from F to Det(F) given by the counit of the Kleisli-adjunction between Rel and Set.

C Rel Rel

Set

F

R i
ε

Having a canonical simulation is not enough to justify that the determinization preserves the lan-
guage, as the simulation is one-sided, and as we have yet to address how initial and final states are
determined for Det(F). Under Grothendieck construction Det(F) is

Det(M) := (
∫

RF,C ,Π :
∫

RF → C ,q′0,Q
′
f )

We take as initial state q′0 = (p−1(c),{q0}), where p is the ULF-functor corresponding to F , q0 is
the initial state of F and c = p(q0). The set of final states Q′f are all states (p−1(q f ),S) such that q f is
a final state in F and q f ∈ S. Given this it is straight forward to check that Det(F) recognizes the same
language as F .

3.2 Universal Property

Now that we have justified the canonicity of our determinization procedure, we would like to be able
to relate it to other determinizations and other deterministic automata, that is, equip it with a universal
property. To characterize the universal property we make use of the notion of bisimulation, for this
purpose, recall that Rel is a dagger category taking (−)† as the converse relation.
Definition 3.5. If α : F ′⇒ F is a natural transformation such that (α)† also is a natural transformation,
then α is called a bisimulation.

As our canonical simulation is built out of a unit we make use of the triangle identity for unit and
counit of adjoint functors to obtain the following universal property.
Proposition 3.6. Let G : C → Set be some deterministic automaton then any forward-backward simula-
tion from F to G factors uniquely through the universal simulation to Det(F) and a bisimulation between
Det(F) and G.

Proof. By one of the triangle identities for adjoint functors we have the following equality.

C Rel

Set

F

G i
α =

C Rel Rel

Set Set

F

G Ri
α η

i
ε

The simulation between Det(M) and G is a bisimulation as any natural transformation generated by a
natural transformation between functors into Set and an inclusion into Rel.

3.3 Difficulties in generalization to Span(Set)-automata

This determinization procedure has the advantage to be direct and fairly simple, but does not scale easily
to Span(Set) as it is less well behaved than Rel. First, we do not have an adjunction between Span(Set)
and Set, which was essential in the Rel-case for determinization and to establish the universal property.
Second, as morphisms in Span(Set) are composed using pullbacks, functors out of or to Span(Set) tend
to be lax or pseudo as pullbacks are only unique up to isomorphism.
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4 Powerset determinization for Span(Set)-automata

In this section, we construct local adjunction between Span(Set) and Rel seen as 2-categories, and we
show that this is sufficient to recover a determinization procedure and universal property analogous to
the Rel-determinization for ULF-automata/Span(Set)-automata. We then discuss the link between the
categorical determinization procedure and the algorithmic one.

4.1 Determinization procedure

As ULF-automata over C are equivalent to pseudofunctors C → Span(Set) and deterministic ULF-
automata are equivalent to functors C → Set, it suffices to be able to build a functor C → Set out
of a pseudo-functor C → Span(Set) to determinize ULF-automata. As we know how to determinize
Rel-automata, it is sufficient for us to be able to turn a pseudo-functor C → Span(Set) into a functor
C →Rel in a canonical way. That is, it suffices to construct a lax functor Span(Set)→Rel that strictifies
the pseudo-functor to a strict functor C → Rel by postcomposition. To do so, we must work in a 2-
categorical setting as we deal with pseudo-functors, and view Span(Set) and Rel as a 2-categorical
construction.

Definition 4.1. Span(Set) is a 2-category with 2-morphisms given by morphisms of spans ⟨ f ,g⟩ : S ⇒
⟨A,B⟩ to ⟨ f ′,g′⟩ : S′⇒ ⟨A,B⟩ which are functions h : S→ S′ such that:

S

A S′ B

h
f g

f ′ g′

In this context, we can view Rel as a 2-category in a similar way, 2-morphisms would be given by
inclusions of relations, which indeed is just a morphism of spans.

There is a "forgetful" lax functor from Span(Set) to Rel that is identity on objects and maps spans to
the relation generated by the image of the legs, we call this functor Im for image. As this functor identifies
spans that generate the same relation, by post-composing it to a pseudo-functor such as our automaton
F we obtain a functor into Rel that is strict. Post-composing an automaton F : C → Span(Set) with
R◦ Im does indeed give us a determinization of F that preserves the language, as the image functor only
identifies all paths with the same label between two given states.

Construction 4.2. Given a Span(Set)-automaton F : C → Span(Set), its determinization is given by

Det(F) := C Span(Set) Rel SetF Im R

As for Rel-automata, for our determinization to be appropriate, the deterministic automaton must
simulate the original automaton and recognize the same language. This requires us to adapt our notion
of simulation to the 2-categorical setting and to Span(Set).

Definition 4.3. Given two automata F,F ′ : C → Span(Set), a forward simulation from F to F ′ is a lax
natural transformation α : F ′⇒ F .

Definition 4.4. Given two automata F,F ′ : C → Span(Set), a forward-backward simulation from F to
F ′ is a pseudo natural transformation α : F ′⇒ F .

Definition 4.5. Span(Set)-automata with domain C and forward simulations form a category Aut(C ).
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Though the image functor does not have any strict adjoints, it is the left adjoint of a local adjunction
between Rel and Span(Set) seen as 2-categories, with the right adjoint being the inclusion. Using this
local adjunction properly will enable us the prove the canonicity of our determinization procedure, as
well as recover a universal property similar to one of Rel. To construct a canonical simulation we begin
by constructing a canonical simulation from a Span(Set)-automaton and its Rel-ification, for this purpose
we will make use of the following definition.

Definition 4.6. We denote by ”η” : iIm⇒ IdSpan(Set) the lax natural transformation that is the identity on
each component with lax naturality given by the η the unit of the local adjunction Im : Span(Set)(A,B)⇄
Rel(A,B) : i. We respectively denote by ”ε” : IdRel ⇒ Imi the lax natural transformation associated to
the counit.

c d

c d

i(Im(w))

Idc Idd

w

η

c d

c d

w

Idc Idd

Im(i(w))

ε

Lemma 4.7. Let F : C → Span(Set) be an automaton, then there is a canonical forward simulation from
F to iImF given by the lax natural transformation ”η” defined above.

C Span(Set) Span(Set)

Rel

F

Im
”η”

i

Using this we can now obtain a canonical simulation from an automaton to its determinization similar
to the one for Rel.

Proposition 4.8. Let F : C → Span(Set) be an automaton, then there is a canonical forward simulation
from F to Det(F) given by pasting the forward simulation 4.7 and the counit of the Kleisli-adjunction
between Rel and Set.

C Span(Set) Span(Set) Span(Set)

Rel Rel

Set

F

Im
i

R

”η”
i

i
ε

Moreover, it indeed recognizes the same language as postcomposing with Im does not affect the
language and the analogous result for Rel-automata. Hence this determinization procedure is a fitting
determinization procedure.

4.2 Universal Property for Span(Set)

Having proven the canonicity of our determinization, we now construct the universal property of the
determinization of Span(Set)-automata. As before, we rely on bisimulations, which we need to adapt to
Span(Set). For this purpose, recall Span(Set) is a dagger category.

Proposition 4.9. Span(Set) is a dagger category taking (−)† as the converse span.
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Definition 4.10. A a natural transformation α : F ′⇒ F such that (α)† : F ⇒ F ′ is also a natural trans-
formation is a bisimulation, any such alpha must incidentally be strict or pseudo.

To recover a similar universal property as for Rel, we additionally need a pasting inverse to the
simulation ”η”. To construct such an inverse we leverage the fact that our construction is based on a
local adjunction.

Lemma 4.11. The forward simulation ”ε” is the pasting inverse of the forward simulation ”η”

Span(Set) Span(Set)

Rel Rel
Im

i
”ε”

”η”
i

=

Span(Set)

Rel

i i
idi

Using this "triangle-identity" for ”ε” and ”η” and the universal property for Rel-automata we can
now obtain a universal property for Span(Set)-automata.

Proposition 4.12. Let G : C → Set be some deterministic automaton, then any forward simulation from
F to G factors through the canonical simulation to Det(F) and a bisimulation between Det(F) and G.

Proof. By Proposition 3.6 and Lemma 4.11 we have that the following equality of diagrams:

C Span(Set)

Rel

Set

G

F

i

i

α =

C Span(Set) Span(Set) Span(Set)

Rel Rel Rel

Set Set Set

G

F

Imi

R

”ε” i

R

”η”
i

i

α

η i
ε

Consequently this gives a unique factorization of α through the universal simulation between M and
Det(M).

4.3 Relation to the classical determinization algorithm

To see how this version of determinization presented here relates to the classical determinization algo-
rithm we start by working through an example.

Example 4.13. Consider the following automaton:

1 2

a

a

b

b

1 2

a

b

Using the determinization process presented in the previous section the determinization of this automa-
ton is the ULF-automaton pictured to the right, which is equivalent to what we would get using the
algorithmic procedure, pictured to the left.
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1 2

1,2 Ø

a

b

b

b

a

a

a

b

1 2

1,2 Ø

a

b

Let us recall the algorithmic procedure for determinizing an automaton. Given an automaton M =
(Σ,Q,δ : Q×Σ→P(Q),q0,Q f ) we begin by taking the powerset of the set of states P(Q), this will
be the states of our deterministic machine. Then for the transition function we just take the function
δ ′ : P(Q)×Σ→P(Q), generated by δ , mapping S⊆ Q 7→ {q ∈ Q | ∃q′(q ∈ δ (q′))}.

When we have a free monoid as base category for our automaton the determinization we obtain is
analogous to the algorithmic one. This is because postcomposition by R replaces the objects in C with
the powersets of their fibers, if we only have one fiber, then the determinization has its powerset as set of
states.

For a general base category we do not get the full powerset of the original set of states, as the states
of our deterministic machine. Instead the determinization process takes to a certain extent into account
which subsets would be unreachable. The limiting factor here is that these are only the subsets comprised
of states lying over different fibers and consequently have no chance of a path to or from them.
Example 4.14. Consider the following automaton M:

1 2

3 4

5

a

b

x

c

a

It recognizes the language {anbmxcd}∪{anbmxc}, in particular has two "disjoint" alphabets {a,b} and
{c,d} with a connective x, meaning that we have no paths combining them without an x in the middle,
and once we have "put" the x after a possibly empty word anbm we cannot go back and only have {c,d}
available.

The following is the determinization of M using our determinization:

1 2

1,2 Ø

a

b

3

3,4

4,5

5

4

c

d

x
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We see here that we do not get states containing states from different fibers, which makes our deter-
minized automaton smaller that the powerset.

5 Multiset determinization for Span(Set)-automata

One step in the determinization process presented above that might feel unjustified is the identification
of paths between states having the same label (i.e. postcomposition with the image functor into Rel). To
make amends for this we might consider a path-relevant version of determinization using multisets. It
is worth noting that this significantly increases the size of our final machine, however, it strengthens the
universal property.

5.1 Procedure

Multisets only correspond to finite spans, consequently we will restrict ourselves to Span(Fin)-automata.
This is not unjustified as we in the definition of ULF-automaton have the condition that the fibers of the
ULF-functor are finite, that is, its corresponding Span(Set)-functor factors through Span(Fin). To define
the multiset determinization use that the multiset functor forms a relative monad M : Fin→ Set and the
fact that the "relative" Kleisli-category on Fin is the skeleton of Span(Fin) on the 2-categorical level.
Proposition 5.1. Multisets form a relative monad from Fin to Set, defined for all A,B : Fin and ϕ : A→
NB by

M : Fin → Set
A 7→ NA

ηA : A → NA

a 7→ Σa′∈Aχaa′
ϕ∗ : NA → NB

f 7→ Σa∈A f (a) ·ϕ(a,−)

Lemma 5.2. There is a local equivalence of categories between Span(Fin) and FinM that is identity on
objects defined by

U : Span(Fin)(A,B) ⇄ FinM(A,B) :⨿
⟨ f ,g⟩ : S ⇒ ⟨A,B⟩ 7→ (a 7→ (b 7→

∣∣⟨ f ,g⟩−1(a,b)
∣∣))

⟨π1,π2⟩ :⨿(a,b)∈A×B f (a,b)⇒ ⟨A,B⟩ ← [ f : A→ NB

Construction 5.3. Given a Span(Set)-automaton F : C → Span(Set), its multiset determinization is
given by the following, where FinM is the relative Kleisli-category associated to M.

MDet(F) := C Span(Set) FinM SetF U M

As MDet(M) is based on the multiset monad it can be seen as a determinization that remembers
which states it passed and how many different ways it passed it.

We must again make sure that there is a canonical simulation between an automaton and its deter-
minization, as well as the fact that it recognizes the same language. Here the use of the local equivalence
of categories and relative Kleisli-category assures us of having a canonical simulation that is forward-
backward, instead of just forward.
Lemma 5.4. Let F : C → Span(Set) be an automaton, then there is a canonical forward-backward
simulation from F to ⨿UF with pseudo naturality given by the η of the local equivalence of categories.

C Span(Set) Span(Set)

FinM

F

U
”η”

⨿

A B

A B

⨿(a,b)∈A×B S(a,b)

IdA IdB

S

η
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Lemma 5.5. There is a natural transformation β , with the following naturality square (commuting in
Set)

FinM SetM

Set
U

β
⨿

NA NNB

NA NB

ηNB f ∗

IdNA Id∗
NB

f ∗

Proposition 5.6. Let F : C → Span(Set) be an automaton, then there is a canonical forward-backward
simulation from F to MDet(F).

C Span(Fin) Span(Fin) Span(Set)

FinM SetM

Set

F

U

i

⨿
i

M

”η”
i

i
β

5.2 Universal Property

We again rely on constructing pasting inverses to obtain a universal property. To construct these we
rely on the fact that our construction is based on a local equivalence of categories as well as a relative
adjunction induced by a relative monad.

Lemma 5.7. The natural transformation α is the identity when restricted to FinM, as the ε from the
local equivalence of categories Lemma 5.2 is the identity.

Lemma 5.8. The natural transformation β is the pasting inverse of the simulation η from the relative
adjunction

Using these lemmas we find the following corresponding universal property:

Proposition 5.9. Let G : C → Set be some deterministic automaton, then any simulation from F to
G factors through the canonical forward-backward simulation to MDet(F) and a bisimulation between
Det(F) and G.

Proof. By Lemma 5.7 and Lemma 5.8 we have that the following diagram:

C Span(Fin)

FinM

Fin

G

Fp

⨿

i

α =

C Span(Fin) Span(Fin) Span(Set)

FinM FinM SetM

Fin Set Set

G

Fp

U

i

⨿

M

⨿
i

M

”η”
i

i

i

α

η i
β

Consequently this gives a unique factorization of α through the universal simulation between M and
Det(M).

6 Conclusion

In this paper, we studied determinizations for Rel-automata and ULF-automata from a categorical point
of view. Determinization for Rel-automata has previously been investigated by Colcombet and Petrişan
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in [3], as ULF-automata is a generalization of Rel-automata, through the Span(Set) intermediary, we
consider how it might be generalized to Span(Set)-automata and thus also to ULF-automata.

To do so, we gave a detailed presentation of the determinization procedure for Rel, which relies on
the Kleisli adjunction between Set and Rel, as well as its correctness and universal property as previously
described by Colcombet and Petrişan.

Generalizing this construction to Span(Set) turned out to be non-trivial, as we neither have an adjunc-
tion between Span(Set) and Set, nor one between Span(Set) and Rel. Moreover, as Span(Set)-automata
corresponds to pseudofunctors, it forced us to work in a 2-categorical setting and adapt definitions to it.
We have shown that it is possible to recover a fitting determinization procedure by first turning a pseudo-
functor C → Span(Set) into C → Rel using the local adjunction and between Span(Set) and Rel then
using the Rel-determinization to get back a functor C → Set. To prove correctness and equip the pro-
cedure with a similar universal property we used the local adjunction and the correctness and universal
property for Rel-determinization. The determinized automaton we obtained has subsets of states as states
and a transition function, which given a letter maps a subset to the set of reachable states in the original
automaton, analogously to usual algorithmic determinization procedure. We showed that our procedure
do not always get whole powerset as the set of states, but does as soon as we consider automata with a
free monoid as codomain.

This determinization procedure has the particularity to identify the paths taken, as this may not be
wanted, we provided an alternative determinization based on the multiset relative monad that retains
them. Compared to the one before, we no longer rely on the Rel determinization procedure as a middle
step, as factoring through Rel identifies paths. Instead, we use the relative Kleisli category of the rela-
tive multiset monad M, FinM, as a middle step, and then postcompose by the functor from FinM to Set
provided by Kleisli construction of FinM. Moreover, we have proven the correctness of this procedure
and provided it with a universal property, leveraging the relative monad and that there is a local equiv-
alence of categories between FinM and Span(Fin). The multiset determinization enabled us to achieve
path relevance, and to obtain a stronger universal property that encompasses forward-backward simula-
tion, as we now get a canonical forward-backward simulation between an automaton F and its multiset
determinization MDet(F).

There are many potential ways to expand the work on categorical automata, one potential possibility
is to explore the multiset determinization from the point of view of transducers where path relevance
might be desired as we in addition to the input also have an output to take into account. Another possibil-
ity would be minimization, as this has been done for Rel-automata, we might consider how to generalize
this to to our setting.
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